**1. Stock buy and sell**

The cost of stock on each day is given in an array A[] of size N. Find all the segments of days on which you buy and sell the stock such that the sum of difference between sell and buy prices is maximized. Each segment consists of indexes of two elements, first is index of day on which you buy stock and second is index of day on which you sell stock.

Note: Since there can be multiple solutions, the driver code will print 1 if your answer is correct, otherwise, it will return 0. In case there's no profit the driver code will print the string "No Profit" for a correct solution.

Input:

N = 7

A[] = {100,180,260,310,40,535,695}

Output:

1

Explanation:

One possible solution is (0 3) (4 6) We can buy stock on day 0, and sell it on 3rd day, which will give us maximum profit. Now, we buy stock on day 4 and sell it on day 6.

**Code**

class Solution {

ArrayList<ArrayList<Integer>> stockBuySell(int A[], int n) {

ArrayList<ArrayList<Integer>> result = new ArrayList<>();

int l = 0;

for (int r = 1; r < n; r++) {

if (A[r] < A[r - 1]) {

if (l < r - 1) {

ArrayList<Integer> pair = new ArrayList<>();

pair.add(l);

pair.add(r - 1);

result.add(pair);

}

l = r;

}

}

if (l < n - 1) {

ArrayList<Integer> pair = new ArrayList<>();

pair.add(l);

pair.add(n - 1);

result.add(pair);

}

return result;

}

}}

**Output**
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**Time Complexity**

O(n)

**2. Coin Change (Count Ways)**

Given an integer array coins[ ] representing different denominations of currency and an integer sum, find the number of ways you can make sum by using different combinations from coins[ ].

Note: Assume that you have an infinite supply of each type of coin. And you can use any coin as many times as you want.

Answers are guaranteed to fit into a 32-bit integer.

Examples:

Input: coins[] = [1, 2, 3], sum = 4

Output: 4

Explanation: Four Possible ways are: [1, 1, 1, 1], [1, 1, 2], [2, 2], [1, 3].

**Code**

class Solution {

public int count(int[] coins, int sum) {

int[] dp = new int[sum + 1];

dp[0] = 1;

for (int coin : coins) {

for (int i = coin; i <= sum; i++) {

dp[i] += dp[i - coin];

}

}

return dp[sum];

}

}

**Output**
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**Time Complexity**

O(n \* m)

**3. First and Last Occurrences**

Given a sorted array arr with possibly some duplicates, the task is to find the first and last occurrences of an element x in the given array.

Note: If the number x is not found in the array then return both the indices as -1.

Examples:

Input: arr[] = [1, 3, 5, 5, 5, 5, 67, 123, 125], x = 5

Output: [2, 5]

Explanation: First occurrence of 5 is at index 2 and last occurrence of 5 is at index 5

**Code**

class GFG {

ArrayList<Integer> find(int arr[], int x) {

ArrayList<Integer> result = new ArrayList<>();

int first = -1, last = -1;

for (int i = 0; i < arr.length; i++) {

if (arr[i] == x) {

if (first == -1) {

first = i;

}

last = i;

}

}

result.add(first);

result.add(last);

return result;

}

}

**Output**
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**Time Complexity**

O(n)

**4.** **Find Transition Point**

Given a sorted array, arr[] containing only 0s and 1s, find the transition point, i.e., the first index where 1 was observed, and before that, only 0 was observed. If arr does not have any 1, return -1. If array does not have any 0, return 0.

Examples:

Input: arr[] = [0, 0, 0, 1, 1]

Output: 3

Explanation: index 3 is the transition point where 1 begins.

**Code**

class Solution {

int transitionPoint(int arr[]) {

int start = 0;

int end = arr.length - 1;

if (arr[0] == 1) {

return 0;

}

if (arr[end] == 0) {

return -1;

}

while (start <= end) {

int mid = start + (end - start) / 2;

if (arr[mid] == 1 && (mid == 0 || arr[mid - 1] == 0)) {

return mid;

} else if (arr[mid] == 0) {

start = mid + 1;

} else {

end = mid - 1;

}

}

return -1;

}

}

**Output**

![](data:image/png;base64,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)

**Time Complexity**

O(log n)

**5.** **First Repeating Element**

Given an array arr[], find the first repeating element. The element should occur more than once and the index of its first occurrence should be the smallest.

Note:- The position you return should be according to 1-based indexing.

Examples:

Input: arr[] = [1, 5, 3, 4, 3, 5, 6]

Output: 2

Explanation: 5 appears twice and its first appearance is at index 2 which is less than 3 whose first the occurring index is 3.

**Code**

class Solution {

public static int firstRepeated(int[] arr) {

HashSet<Integer> seen = new HashSet<>();

int minIndex = -1;

for (int i = arr.length - 1; i >= 0; i--) {

if (seen.contains(arr[i])) {

minIndex = i + 1;

} else {

seen.add(arr[i]);

}

}

return minIndex;

}

}

**Output**

![](data:image/png;base64,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)

**Time Complexity**

O(n)

**6. Remove Duplicates Sorted Array**

Given a sorted array arr. Return the size of the modified array which contains only distinct elements.

Note:

1. Don't use set or HashMap to solve the problem.

2. You must return the modified array size only where distinct elements are present and modify the original array such that all the distinct elements come at the beginning of the original array.

Examples :

Input: arr = [2, 2, 2, 2, 2]

Output: [2]

Explanation: After removing all the duplicates only one instance of 2 will remain i.e. [2] so modified array will contains 2 at first position and you should return 1 after modifying the array, the driver code will print the modified array elements.

**Code**

class Solution {

public int remove\_duplicate(List<Integer> arr) {

int i = 0;

for (int j = 1; j < arr.size(); j++) {

if (!arr.get(i).equals(arr.get(j))) {

i++;

arr.set(i, arr.get(j));

}

}

return i + 1;

}

}

**Output**
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**Time Complexity**

O(n)

**7. Maximum Index**

Given an array arr of positive integers. The task is to return the maximum of j - i subjected to the constraint of arr[i] < arr[j] and i < j.

Examples:

Input: arr[] = [1, 10]

Output: 1

Explanation: arr[0] < arr[1] so (j-i) is 1-0 = 1.

**Code**

class Solution {

int maxIndexDiff(int[] arr) {

int n = arr.length;

if (n == 1) {

return 0;

}

int maxDiff = -1;

int[] LMin = new int[n];

int[] RMax = new int[n];

LMin[0] = arr[0];

for (int i = 1; i < n; ++i) LMin[i] = Math.min(arr[i], LMin[i - 1]);

RMax[n - 1] = arr[n - 1];

for (int j = n - 2; j >= 0; --j) RMax[j] = Math.max(arr[j], RMax[j + 1]);

int i = 0, j = 0;

while (i < n && j < n) {

if (LMin[i] <= RMax[j]) {

maxDiff = Math.max(maxDiff, j - i);

j++;

} else {

i++;

}

}

return maxDiff;

}

}

**Output**
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**Time Complexity**

O(n)

**8. Wave Array**

Given a sorted array arr[] of distinct integers. Sort the array into a wave-like array(In Place). In other words, arrange the elements into a sequence such that arr[1] >= arr[2] <= arr[3] >= arr[4] <= arr[5].....

If there are multiple solutions, find the lexicographically smallest one.

Note: The given array is sorted in ascending order, and you don't need to return anything to change the original array.

Examples:

Input: arr[] = [1, 2, 3, 4, 5]

Output: [2, 1, 4, 3, 5]

Explanation: Array elements after sorting it in the waveform are 2, 1, 4, 3, 5.

**Code**

**class Solution {**

**public static void convertToWave(int[] arr) {**

**for (int i = 0; i < arr.length - 1; i += 2) {**

**int temp = arr[i];**

**arr[i] = arr[i + 1];**

**arr[i + 1] = temp;**

**}**

**}**

**}**

**Output**
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**Time Complexity**

O(n)